**ЛАБОРАТОРНАЯ РАБОТА №7 СОЗДАНИЕ КЛАССОВ И РАБОТА С ОБЪЕКТАМИ**

Цель работы: получить основные понятия и навыки по созданию классов, описанию свойств и работы с объектами.

Вариант № 2

а) Смоделировать структуру банка: (в отчет добавить диаграмму классов)

Классы Свойства

Банк название (get, set)

Филиал название (get, set)

общая сумма вкладов (get, set)

Вклад фио вкладчика (get, set)

сумма вклада (get, set)

Создать один объект класса Банк, два объекта – Филиала, и три вклада, задать значения свойств, вывести на экран.

б) Связать между собой классы Банк, Филиал и Вклад, так, чтобы каждый банк содержал филиалы, каждый филиал содержал указание в каком банке он находится, и какие вклады он содержит, каждый вклад – в каком филиале он размещен.

- Добавить в класс Банк множественное свойство «филиалы» (get) и метод «добавить филиал» (add)

- Добавить в класс Филиал свойство «банк» (get) и свойство «вклады» (get), а также методы «добавить вклад» (add), «удалить вклад» (remove). Удалить set для свойства «общая сумма вкладов» и сделать так, чтобы данное свойство рассчитывалось автоматически (на основе свойства «вклады»).

- Добавить в класс «Вклад» свойство «Филиал»,

- Удалить из класса «Вклад» set для свойства «сумма вклада» и добавить метод «пополнить счет (сумма)»

Создать один объект класса Банк, в данный банк добавить два филиала, в каждый из филиалов добавить по два вклада. Вывести на экран вклады одного из филиалов, и общую сумму вкладов по этому филиалу. Выполнить

пополнение счета одного из вкладов и снова вывести информация о вкладах на экран.

в) добавить в класс Банк метод, осуществляющий поиск вклада по ФИО вкладчика. Метод содержит входной параметр ФИО (String) и возвращает значение типа Вклад. Осуществить поиск в main(), вывести сумму найденного вклада на экран, и отобразить, в каком филиале он размещен.

Листинг файла Main.java

import java.util.ArrayList;

import java.util.List;

class Bank {

private String name;

private List<Branch> branches;

public Bank(String name) {

this.name = name;

this.branches = new ArrayList<>();

}

public void addBranch(Branch branch) {

branches.add(branch);

}

public List<Branch> getBranches() {

return branches;

}

}

class Branch {

private String name;

private Bank bank;

private List<Deposit> deposits;

public Branch(String name, Bank bank) {

this.name = name;

this.bank = bank;

this.deposits = new ArrayList<>();

}

public void addDeposit(Deposit deposit) {

deposits.add(deposit);

}

public void removeDeposit(Deposit deposit) {

deposits.remove(deposit);

}

public double getTotalDeposits() {

double total = 0;

for (Deposit deposit : deposits) {

total += deposit.getAmount();

}

return total;

}

public List<Deposit> getDeposits() {

return deposits;

}

ublic Bank getBank() {

return bank;

}

}

class Deposit {

private double amount;

private Branch branch;

public Deposit(double amount, Branch branch) {

this.amount = amount;

this.branch = branch;

}

public void deposit(double amount) {

this.amount += amount;

}

public double getAmount() {

return amount;

}

public Branch getBranch() {

return branch;

}

}

public class Main {

public static void main(String[] args) {

Bank bank = new Bank("My Bank");

Branch branch1 = new Branch("Branch 1", bank);

Branch branch2 = new Branch("Branch 2", bank);

Deposit deposit1 = new Deposit(1000, branch1);

Deposit deposit2 = new Deposit(2000, branch1);

Deposit deposit3 = new Deposit(1500, branch2);

Deposit deposit4 = new Deposit(3000, branch2);

branch1.addDeposit(deposit1);

branch1.addDeposit(deposit2);

branch2.addDeposit(deposit3);

branch2.addDeposit(deposit4);

System.out.println("Deposits in Branch 1:");

for (Deposit deposit : branch1.getDeposits()) {

System.out.println("Amount: " + deposit.getAmount());

}

System.out.println("Total deposits in Branch 1: " + branch1.getTotalDeposits());

deposit1.deposit(500);

System.out.println("Deposits in Branch 1 after deposit update:");

for (Deposit deposit : branch1.getDeposits()) {

System.out.println("Amount: " + deposit.getAmount());

}

}

}

Листинг классов

Bank.class

import java.util.ArrayList;

import java.util.List;

class Bank {

private String name;

private List<Branch> branches;

public Bank(String name) {

this.name = name;

this.branches = new ArrayList();

}

public void addBranch(Branch branch) {

this.branches.add(branch);

}

public List<Branch> getBranches() {

return this.branches;

}

}

Branch.class

import java.util.ArrayList;

import java.util.Iterator;

import java.util.List;

class Branch {

private String name;

private Bank bank;

private List<Deposit> deposits;

public Branch(String name, Bank bank) {

this.name = name;

this.bank = bank;

this.deposits = new ArrayList();

}

public void addDeposit(Deposit deposit) {

this.deposits.add(deposit);

}

public void removeDeposit(Deposit deposit) {

this.deposits.remove(deposit);

}

public double getTotalDeposits() {

double total = 0.0;

Deposit deposit;

for(Iterator var3 = this.deposits.iterator(); var3.hasNext(); total += deposit.getAmount()) {

deposit = (Deposit)var3.next();

}

return total;

}

public List<Deposit> getDeposits() {

return this.deposits;

}

public Bank getBank() {

return this.bank;

}

}

Deposit.class

class Deposit {

private double amount;

private Branch branch;

public Deposit(double amount, Branch branch) {

this.amount = amount;

this.branch = branch;

}

public void deposit(double amount) {

this.amount += amount;

}

public double getAmount() {

return this.amount;

}

public Branch getBranch() {

return this.branch;

}

}

Диаграмма данных классов представлена на русинке 7.1

![](data:image/png;base64,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)

**Диаграмма 7.1 – Диаграмма классов**